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Постановка задачи:

Написать программу, в которой создаются динамические структуры и выполнить их обработку в соответствии со своим вариантом.

Текст программы:

#include <iostream>

using namespace std;

struct Node

{

int x; //информационный элемент

Node\* Next; //указатель на следующий элемент

};

typedef Node\* PNode;

void Add(int data, PNode& Head, PNode& LastNode) //добавление

{

PNode Temp; // Temp - новый элемент, LastNode - последний

if (Head == NULL)

{

Head = new Node;

LastNode = Head;

Head->Next = NULL;

}

else

{

Temp = new Node;

LastNode->Next = Temp;

LastNode = Temp;

LastNode->Next = NULL;

}

LastNode->x = data;

}

void Show(PNode Head) //отображение очереди

{

while (Head != NULL) //пока текущий элемент не NULL

{

cout << Head->x << " "; //выводим поле

Head = Head->Next; //переходим к следующему элементу

}

}

void DeleteNode(PNode& Head, PNode OldNode)

{

PNode q = Head;

if (Head == OldNode)

Head = OldNode->Next; // удаляем первый элемент

else

{

while (q && q->Next != OldNode) // ищем элемент

q = q->Next;

if (q == NULL)

return; // если не нашли, выход

q->Next = OldNode->Next;

}

delete OldNode; // освобождаем память

}

void AddAfter(int data, PNode p, PNode NewNode)

{

NewNode->Next = p->Next;

NewNode->x = data;

p->Next = NewNode;

}

int main()

{

setlocale(LC\_ALL, "rus");

PNode Head, LastNode;

int n;

int k;

Head = NULL;

LastNode = NULL;

cout << "Введите количество элементов в списке\n";

cin >> k;

cout << "Введите значения\n";

for (int i = 0; i < k; i++) //заносим данные в очередь

{

cin >> n;

Add(n, Head, LastNode);

}

cout << "Список: ";

Show(Head); //выводим очередь

cout << endl;

cout << "Введите номер элемента, который нужно удалить\n";

int x = -1;

while (x > k || x <= 0)

{

cout << "Введите номер от 1 до " << k << endl;

cin >> x;

}

int s = -1;

while (s > k - x + 1 || s <= 0)

{

cout << "Введите сколько удалить от 1 до " << k - x + 1 << endl;

cin >> s;

}

int p = 0;

PNode q = Head;

do

{

PNode q = Head;

for (int i = 0; i < x - 1; i++)

q = q->Next;

DeleteNode(Head, q);

p++;

} while (p < s);

p = 0;

Show(Head); //выводим очередь

cout << "\nВведите номер, под которым нужно добавить элемент\n";

int y = -1;

while (y > k || y <= 0)

{

cout << "Введите номер от 1 до " << k - s + 1 << endl;

cin >> y;

}

cout << "Введите сколько нужно добавить элементов \n";

int h;

cin >> h;

cout << "Введите значение элемента ";

do

{

PNode NewNode = new Node;

int g;

cin >> g;

q = Head;

if (y - 2 < 0)

{

NewNode->Next = Head;

NewNode->x = g;

Head = NewNode;

}

else

{

for (int i = 0; i < y - 2; i++)

q = q->Next;

AddAfter(g, q, NewNode);

}

p++;

} while (p < h);

Show(Head);

}

Результат решения:
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